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# Requirements

There are several Features and Details that need to be included in the MyDentist software for it to meet the requirements of the client, these can be seen below:

|  |  |
| --- | --- |
| **Requirement** | **Description** |
| **Administrators** | |
| Create and Manage Dental Practices | Admin users are able to register and edit Dental Practices to the system based on location, containing all necessary information |
| Create and Manage Staff Credentials | Admin users are able to register and edit Staff and their logins to the system, containing all necessary information |
| **Receptionists** | |
| Create/Manage and View Patient Information | Receptionist users are able to create and edit Patients and their information to the system. This information can then also be viewed as needed |
| Create/Manage and View Appointments | Receptionist users are able to create and edit Appointments containing all necessary information to the system. This information can then also be viewed as needed |
| View Current Treatments | Receptionists are able to view all treatments and related information when needed |
| **Dentists and Nurses** | |
| View Current Treatments | Dentists and Nurses are able to view all treatments and related information when needed |
| View Patient Information | Information on any current patients can be displayed as needed |
| Leave Notes on Appointments | Dentists and Nurses can leave notes on appointments containing any additional information |
| **Practices** | |
| Based on Location | Practices on the system are managed based on their location |
| Contains Treatment Rooms | Each practice can contain a varying number of treatment rooms |
| Several Dentists and Nurses | Each practice can have several dentists and nurses assigned to them |
| **Treatment Rooms** | |
| Potentially Several | The number of treatment rooms can vary between practices |
| Assigned Staff | Each treatment room has a dentist and nurse assigned |
| **Appointments** | |
| Patient Details | Each appointment contains all relevant patient information |
| Date and Time | The date and time for each appointment scheduled is recorded |
| Requested Treatment | The treatment that is to be carried out for each appointment is recorded |
| Allocated Dentist | Each appointment has a dentist assigned |
| **Appointment Notes** | |
| Date and Time | The date and time that the note is created is recorded |
| Content | Each note has text content that can be viewed |
| By Whom | The dentist/nurse that left the note is recorded |
| **Treatments** | |
| Banded | Each treatment is labelled under a ‘band’ |
| Price | The price of each treatment is recorded |
| Details | What each treatment entails are recorded |
| **Patients** | |
| Legal Name | Each patient’s legal name is recorded |
| Address | Each patient’s address is recorded |
| Gender | Each patient’s gender is recorded |
| Contact Number | A valid contact number is recorded for each patient |

# Prototype Use Case Diagram

This Diagram shows how different user types can interact with the application along what processes are accessible based on the staff role.

# Prototype Class Diagram

This Class Diagram shows the connections between the different classes in the MyDentist application along with what variables and methods are used in each.

# Prototype Testing

*For the Purpose of Testing, several example accounts have been created for using the system without the need for real credentials, these can be seen below:*

|  |  |  |
| --- | --- | --- |
| **Role** | **Username** | **Password** |
| Admin | admin | password |
| Receptionist | receptionist | password |
| Dentist | dentist | password |
| Nurse | nurse | password |

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **Test No.** | **Test** | **Description** | **Result** | **Implemented Fix (If Applicable)** | **Screenshots** |
| **Administrators** | | | | | |
| **1** | Admin Login | An Admin can log into the system, being directed to the correct menu | Success |  | *Testing Appendix Figures 1.1 & 1.2* |
| **2** | Register Staff | Admins can register new staff members based on their role | Success |  | *Testing Appendix Figures 2.1 & 2.2* |
| **3** | Duplicate Prevention | When creating new staff, validation prevents the same staff member from accidently being created twice | Fail | Error Message alerting Admin of mistake and cancel registration | *Testing Appendix Figures 3.1 & 3.2* |
| **4** | Input Validation | When creating new staff members, the system properly validates inputs | Success |  | *N/A* |
| **5** | Register Practices | Admins can register new Practices based on their location | Success |  | *Testing Appendix Figures 4.1 & 4.2* |
| **6** | Duplicate Prevention | When registering a practice, validation is used to prevent the same practice being added twice | Fail | Error Message alerting Admin of mistake and cancel registration | *Testing Appendix Figures 5.1 & 5.2* |
| **7** | Dentist Validation | When assigning dentists to a practice, proper validation checks if the dentist exists on the system | Success |  | *Testing Appendix Figures 6.1 & 6.2* |
| **8** | Nurse Validation | When assigning nurses to a practice, proper validation checks if the staff exists on the system | Success |  | *Testing Appendix Figures 6.3 & 6.4* |
| **9** | Receptionist Validation | When assigning receptionists to a practice, proper validation checks if the staff exists on the system | Success |  | *Testing Appendix Figures 6.5 & 6.6* |
| **10** | Menu Security | Only Admins can access the tools intended for users of their role | Success |  | *N/A* |
| **Receptionists** | | | | | |
| **11** | Receptionist Login | A Receptionist can log into the system, being directed to the correct menu | Success |  | *Testing Appendix Figures 7.1 & 7.2* |
| **12** | Register Patients | Receptionists can register new patients to the system with all relevant information | Success |  | *Testing Appendix Figures 8.1 & 8.2* |
| **13** | Duplicate Prevention | When registering patients, validation is used to prevent the same patient accidently being added twice | Fail | Error Message alerting user of mistake and cancel creation | *Testing Appendix Figures 9.1 & 9.2* |
| **14** | Input Validation | When registering a patient, the system properly validates inputs | Fail | Error Message alerting user of mistake and cancel creation | *Testing Appendix Figures 10.1 & 10.2* |
| **15** | Create Appointments | Receptionists can create new appointments with all necessary information | Success |  | *Testing Appendix Figures 11.1 & 11.2* |
| **17** | Patient Validation | If a patient does not exist on the system, they cannot be assigned to an appointment | Success |  | *Testing Appendix Figures 12.1 & 12.2* |
| **18** | Dentist Validation | If a dentist does not exist on the system, they cannot be assigned to an appointment | Success |  | *Testing Appendix Figures 12.3 & 12.4* |
| **19** | Practice Validation | If a practice does not exist on the system, it cannot be assigned to an appointment | Success |  | *N/A* |
| **20** | Room Validation | If a room does not exist in the assigned practice, it cannot be assigned to an appointment | Success |  | *Testing Appendix Figures 12.5 & 12.6* |
| **21** | Treatment Validation | If a treatment does not exist on the system, it cannot be assigned to an appointment | Success |  | *Testing Appendix Figures 12.7 & 12.8* |
| **22** | Patient Display | Receptionists can view all patients and related information | Success |  | *Testing Appendix Figures 13.1 & 13.2* |
| **23** | Appointment Display | Receptionists can view all appointments and related information | Success |  | *Testing Appendix Figures 13.3 & 13.4* |
| **24** | Treatment Display | Receptionists can view all current treatments and related information | Success |  | *Testing Appendix Figures 13.5 & 13.6* |
| **25** | Menu Security | Only receptionists can access the tools intended for users of their role | Success |  | *N/A* |
| **Dentists & Nurses** | | | | | |
| **26** | Dentist Login | A Dentist can log into the system, being directed to the correct menu | Success |  | *Testing Appendix Figures 14.1 & 7.2* |
| **27** | Nurse Login | A Nurse can log into the system, being directed to the correct menu | Success |  | *Testing Appendix Figures 14.2 & 7.2* |
| **28** | Create Appointment Notes | These users can leave notes on appointments without altering the appointments themselves | Success |  | *Testing Appendix Figures 15.1 & 15.2* |
| **29** | Duplicate Prevention | Only one note can be attached per appointment, preventing duplicate information | Success |  | *N/A* |
| **30** | Patient Display | These users can view all patients and related information | Success |  | *Testing Appendix Figures 13.1 & 13.2* |
| **31** | Treatment Display | These users can view all current treatments and related information | Success |  | *Testing Appendix Figures 13.5 & 13.6* |
| **32** | Menu Security | Only doctors and nurses can access the tools intended for users of their role | Success |  | *N/A* |
| **Appointment Notes** | | | | | |
| **33** | Time of Creation | The time of note information is automatically recorded and attached to the note | Success |  | *Testing Appendix Figures 15.1 & 15.3* |
| **34** | Author | The user who created the note is automatically recorded and attached to the note | Success |  | *Testing Appendix Figures 15.1 & 15.3* |

## Unit Testing

Along this regular Testing, I used Unit Tests to ensure that inputs by users into fields that are expecting specific results properly handle any values they are not expecting. An example of this can be seen in the screenshot below, where an isolated check for gender values compares the passed input against a stored list of accepted values.

* If the input does not match any of the stored values, the user is presented with an error message containing what went wrong and examples of the accepted values, exiting the object creation.
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# Extra Functionality

|  |  |
| --- | --- |
| **Feature** | **Description** |
| **Treatments** | |
| New Treatments | New Treatments and necessary information can be created by receptionists for use in the Application |
| **Patients** | |
| Patient Login System | Patients can log into the application with their own user account to access own version of the MyDentist application |
| User Accounts | Each patient has a user account associated with the matching patient object |
| Account Registration | Patients will need to register an account on first use, with a valid PatientID and username/password |
| Request Phone Consultation | Patients can submit tickets to request a phone consultation with a chosen Dentist |
| View Consultation Requests | All submitted requests for consultations can be displayed when needed |
| View Appointments | Patients can view all appointments they have been registered for by a receptionist |
| View Consultations | Patients can view all consultations they have been registered for by a receptionist |
| View Treatments | Patients can view all current treatments and relevant information |
| **Phone Consultations** | |
| Built off Patient Request | Information for new phone consultations can be taken directly off patient-submitted requests |
| Contains all Necessary Info | Phone Consultations will contain all the necessary Information: Time/Date, Patient, Dentist, Phone Number, Additional Notes |
| **Receptionists** | |
| View Consultation Requests | Receptionists can view all patient-submitted requests for phone consultations at their practice |
| Book Phone Consultations | Receptionists can register new phone consultations based on patient-submitted requests |
| View Phone Consultations | Receptionists can view all booked phone consultations at their practice |
| Create Treatments | Receptionists can create new treatments for use in the system |
| **Dentists** | |
| View Consultations | Dentists can view all booked phone consultations and necessary information that they are assigned to |

# End-User Documentation

## Patients

### Logging In

When presented with the initial output upon opening the application, you will be presented with two main options. If you are a patient who is wishing to access the information related to their appointments and phone consultations, then you should type the designated letter for that option and press enter, which will redirect you to the patient-specific login page.

The use of the patient-side of the MyDentist software requires users to have their own account with username and password, due to the need for each user to be able to access information relating specifically to them, that should remain private and not be available to all other users of the software. If you are a user who has already registered an account on the application, then once that option is selected you can enter your chosen username and password. Provided the entered information is valid, you will then be directed to the main Patient Menu for accessing the different options available.

If you are accessing the software for the first time, then you will likely not have an account registered and so will not be able to immediately access the content available. You will need to get a registration ID from the receptionist at your regular dental practice to complete the account creation process. Once the option is selected from the menu, you will be asked to enter the ID, and if it matches you can create your account. Once confirming your desired username and password, the account creation will be successful: logging you in and loading the main patient menu.
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### Information Output

For options where you want content outputted to the screen, such as with displaying all your requested phone consultations, all matching information will be displayed. Starting with the content that is the oldest, all matching information will be written to the screen in order in an easy to read and concise format: allowing you to easily sort through the outputs to find the specific details you are looking for.
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## Staff Members

### Logging In

When presented with the initial output upon opening the application, you will be presented with two main options. If you are a staff member who is intending to manage functions relating to your profession, then you should type the designated character to access the staff login.
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### Information Output

There are several options available across the menus that will provide a listed output to the screen for several pieces of information. Depending on your role in the business, the information available to display will vary based on the access level. This can be seen with the ability to output the login credentials such as usernames as passwords. While this option is available in one of the Admin Menus, there is no way for any other type of staff user to access this information.

![](data:image/png;base64,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)

# Evaluation

## Programming Methodology

For this section of the documentation, the content and design of the MyDentist application’s final solution will be evaluated and justification for the chosen methods and choices leading to the final design of the software.

There are several different styles of programming that can be used when developing an application, all of which have their own methods and features for interacting with and handling data. For the MyDentist software, I chose to use Object-Oriented Programming, due to the way data can be stored as objects for efficient transfer and modification. When data is stored in objects, any properties are bundled together as one to act as a single variable, which can be referenced and modified without the need for meticulously transferring every individual variable that makes up the overall object. Object-Oriented Programming (OOP) allows for a single object to contain several variables of different data types, that can all be referenced and modified uniquely to keep the object usable and up to date.

This helps meet the requirements laid out in the brief due to the need for certain objects in the application to have recent information that is not invalid. This can be seen with the requirement for Receptionist users being able to modify patient details such as phone numbers and addresses, so that in the circumstance that they change: the application is not using redundant data that can cause problems for any processes including it. With properties that need updating within an object, the individual data can be modified without affecting any other information stored there, reducing the risk for methods throughout the system relying on this information breaking due to unexpected changes.

Furthermore, with different objects being needed in several places throughout the application, it can become easy for the system to have too much strain of unnecessary processes passing redundant data in between different methods and classes. This is negated using OOP due to how different properties are compiled together. When an object (for example, a Practice) is called by a method, any information stored within it, such as Location, Number of Rooms, etc. are all passed as well, allowing for several pieces of data to be used whilst only retrieving once. An example of where this is useful in the MyDentist application is when receptionists create and manage appointments. Due to any information relating to existing dentists already being on the system, receptionists only need to reference the dentists themselves to attach any necessary properties to the appointment, such as name and assigned treatment rooms. This same method also applies to any patients and treatments assigned to an appointment, reducing the amount of repeated data entry needed to provide all the necessary information.

Without the use of OOP, the efficiency of data transfer and management is significantly reduced due to the more tedious methods required to refence all required information for a single class. Without objects, any related information would need to be complied into variables such as arrays and lists. Using these variables makes it more difficult to modify existing information efficiently. There are cases where items may need to be remove from the list **(List<T>.Remove(T) Method, n.d.)** and re-added to properly overwrite any redundant data. This can lead to inconsistent ordering of the variables, which has the potential to break methods. Unlike for objects, each variable in a list cannot be refenced by name, but rather by its position, this means that any methods expecting a certain variable at a position, but instead find another, will likely be unable to properly handle the data: causing errors for the user and the application itself. This is the main reasoning behind my choice to use Object-Oriented-Programming over a more simplistic alternative.

## Data Security

One of the main requirements laid out in the brief was for the methods and data used within the application to have property security and only be accessible by those with the proper authority. Using role-dependant staff menus in my software, the ability to access and modify certain content requires users to be the correct role. Upon logging into the system, staff members are presented with different menus depending on the role that they play within the business, with each allowing access to specific actions that can be carried out. For example, while the receptionist menu may contain the option to modify the personal information of the patients on the system, this method cannot be accessed through the Nurse menu, preventing access to sensitive information by those who are unauthorised.

This is an important requirement to meet due to the potential legal ramifications that could occur due to improper handling of the personal information of patients and staff. Some of the information stored about patients on the system, such as their home addresses and phone numbers, are some of the most used when people fall victim to identity theft **(Teraguchi et al., 2004)**. If someone’s data from the MyDentist application were to fall into the wrong hands, the safety of the information’s owner and the reputation of the business are susceptible to sever risk.

## Extra Functionality

On top of meeting the requirements laid out by the clients, I also chose to implement additional features in the MyDentist application to allow for more usability and functionality for users. the largest addition to the software is the inclusion of a patient-only version that allows users to complete actions such as requesting phone consultations with specified dentists and to view their confirmed appointments.

Through having patient accounts build off the existing patient objects, once a username and password have been registered, the patients are able to view and manage content that only pertains to them. This means that information on staff and other patients remain secure and protected from unauthorised access, as content can only be viewed by patients specified in the properties. This can be seen in the application through the method for viewing appointments. Before any appointments are outputted, the current patient’s details are checked against all patients that have appointments, only returning those that match he current user’s details.

This data security can also be seen in the Phone Consultation extra functionality. Like Appointments, Phone Consultations are set up be receptionists and allow for patients to have direct communication with their chosen dentist over the phone. Once a consultation has been set up, after being request by a patient user, the details become available to dentists so that they are aware for any they have been scheduled for. However, dentists are only able to view the information on consultations they themselves are apart of, removing any chance of them seeing personal information belonging to patients that they are not associated with.

# Testing Appendix

This Appendix contains all the figures referenced to in the testing table, for the evidence and source code supporting any test information:

|  |  |
| --- | --- |
|  |  |
| *Figure 1.1: Successful Admin Login* | *Figure 1.2: Source code showing how different logins are handled* |
|  |  |
| *Figure 2.1: The Admin Menu for registering new Staff* | *Figure 2.2: Example source code of abstract staff creation* |
|  |  |
| *Figure 3.1: Fix to prevent duplicate dentists* | *Figure 3.2: Source code for duplicate prevention* |
|  |  |
| *Figure 4.1: Admin view for Practice Creation* | *Figure 4.2: Source Code Snippet of Practice Creation* |
|  |  |
| *Figure 5.1: Fix to prevent duplicate practices* | *Figure 5.2: Source code for duplicate prevention* |
|  |  |
| *Figure 6.1: Admin View if unregistered Dentist is used* | *Figure 6.2: Source Code Snippet for Dentist Validation* |
|  |  |
| *Figure 6.3: Admin view if unregistered Nurse is used* | *Figure 6.4: Source Code snippet for Nurse Validation* |
|  |  |
| *Figure 6.5: Admin view if unregistered Receptionist is used* | *Figure 6.6: Source Code snippet for Receptionist Validation* |
|  |  |
| *Figure 7.1: Successful Receptionist Login* | *Figure 7.2: Source code showing how different logins are handled* |
|  |  |
| *Figure 8.1: Receptionist view for Patient Creation* | *Figure 8.2: Source code Snippet for Patient Creation* |
|  |  |
| *Figure 9.1: Fix to prevent duplicate patients* | *Figure 9.2: Source code for duplicate prevention* |
|  |  |
| *Figure 10.1: Fix to validate inputs* | *Figure 10.2 Source code for input validation* |
|  |  |
| *Figure 11.1: Receptionist View for Appointment Creation* | *Figure 11.2: Source code snippet for Appointment Creation* |
|  |  |
| *Figure 12.1: Error Message for Unknown Patient* | *Figure 12.2: Source code Snippet for Patient Validation* |
|  |  |
| *Figure 12.3: Error Message for Unknown Dentist* | *Figure 12.4: Source code Snippet for Dentist Validation* |
|  |  |
| *Figure 12.5: Error Message for Unknown Treatment* | *Figure 12.6: Source code Snippet for Treatment Validation* |
|  |  |
| *Figure 12.7: Error Message for Unknown Room* | *Figure 12.8: Source code Snippet for Room Validation* |
|  |  |
| *Figure 13.1: Display of all Patients* | *Figure 13.2: Source code Snippet for Patient Display* |
|  |  |
| *Figure 13.3 Display of all Appointments* | *Figure 13.4 Source code for Appointment Display* |
|  |  |
| *Figure 13.5: Display of all Current Treatments* | *Figure 13.6 Source code for Treatment Display* |
|  |  |
| *Figure 14.1: Successful Dentist Login* | *Figure 14.2: Success Nurse Login* |
|  |  |
| *Figure 15.1: User view for added Appointment Note* | *Figure 15.2: Source code Snippet for Creating Appointment Note* |
|  | |
| *Figure 15.3: Source code Snippet for Current Date/Time and User added to Note* | |
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# Source Code Appendix

## Program.cs

**class** **Program**

{

**public** **static** List<string> loginDetails = **new** List<string>(); *//Storage of inputted login details by user*

**static** **void** Main(string[] args) *//Run at application launch*

{

bool x = **false**;

**do**

{

Console.WriteLine(Environment.NewLine + "Welcome to the MyDentist System | Please Log in"); *//Welcome message to the user*

Console.WriteLine("Type P if | You are a Patient" + Environment.NewLine + "Type S if | You are Staff" + Environment.NewLine + "Type X to | Close the Software");

string userInput = Console.ReadLine().ToUpper();

**switch** (userInput)

{

**case** "P":

Patient\_Class.patientStartup(); *//loads login menu for patients*

**break**;

**case** "S":

staffLogin(); *//loads login menu for staff*

**break**;

**case** "X":

Environment.Exit(1); *//closes the application*

**break**;

}

} **while** (!x);

}

**static** **void** staffLogin() *//method for staff members to log in*

{

bool loginState = **false**;

string loginRole = "";

**do**

{

loginDetails.Clear();

Console.Write("Username: ");

string usernameTemp = Console.ReadLine().ToUpper(); *//reads user's input for their username*

loginDetails.Add(usernameTemp);

Console.Write("Password: ");

string passwordTemp = Console.ReadLine(); *//reads user's input for their password*

loginDetails.Add(passwordTemp); *//adds inputs to the temporany input storage*

loginRole = Staff.checkStaff(loginDetails); *//runs method to check wether inputs are valid, and if so: which role the user is*

**if** (loginRole == "Error") *//if the method returns that the login is unrecognised, the login fails*

{

loginState = **false**;

}

**else** *//otherwise, continue with process*

{

loginState = **true**;

}

} **while** (loginState == **false**); *//run the login request until a recognised login is entered*

List<string> login = **new** List<string>() { loginDetails.ElementAt(0), loginRole }; *//information to pass to the Dental menu*

**switch** (loginRole) *//runs based on which role the user is*

{

**case** "Dentist": *//if they're a dentist, load the dental menu*

Staff\_Menus.dentalMenu(login);

**break**;

**case** "Nurse":

Staff\_Menus.dentalMenu(login); *//if they're a nurse, load the dental menu*

**break**;

**case** "Receptionist": *//if they're a receptionist, load the receptionist menu*

Staff\_Menus.receptionistMenu(loginDetails);

**break**;

**case** "Admin": *//if they're an admin, load the admin-only menu*

Admin\_Menu.adminMenu();

**break**;

}

}

}

## Admin\_Menu.cs

**class** **Admin\_Menu**

{

**static** bool constantMenu = **false**;

**public** **static** **void** adminMenu() *//Menu that is loaded when an admin is loaded in*

{

Console.WriteLine(Environment.NewLine + "Admin Menu" + Environment.NewLine + "------------------------");

Console.WriteLine("Type S to | Manage Staff" + Environment.NewLine + "Type P to | Manage Practices" + Environment.NewLine + "Type X to | Close the Software");

string adminChoice = Console.ReadLine().ToUpper();

**switch** (adminChoice) *//runs different methods based on what the user inputs*

{

**case** "S":

adminStaff(); *//run menu to modify staff credentials*

**break**;

**case** "P":

adminPractice(); *//run menu to modify practices*

**break**;

**case** "X":

Environment.Exit(1); *//close the application*

**break**;

}

}

**protected** **static** **void** adminPractice() *//menu for managing practices*

{

**do**

{

Console.WriteLine(Environment.NewLine + "Practice Management Menu" + Environment.NewLine + "------------------------");

Console.WriteLine("Type A to | Add a Practice" + Environment.NewLine + "Type E to | Edit a Practice" + Environment.NewLine + "Type V to | View all Practices" + Environment.NewLine + "Type B to | Return to Previous Menu");

string adminChoice = Console.ReadLine().ToUpper();

**switch** (adminChoice) *//runs different methods based on the users input*

{

**case** "A":

Practice.addPractice(); *//runs method for adding a new practice*

**break**;

**case** "E":

Practice.editPractice(); *//runs method to edit an existing practice*

**break**;

**case** "V":

Practice.displayPractices(); *//runs method to display a listed view of all practices*

**break**;

**case** "B":

adminMenu(); *//returns to the previous menu*

**break**;

}

} **while** (constantMenu == **false**);

}

**protected** **static** **void** adminStaff() *//menu to manage staff*

{

**do**

{

Console.WriteLine(Environment.NewLine + "Staff Management Menu" + Environment.NewLine + "------------------------");

Console.WriteLine("Type D to | Register a new Dentist" + Environment.NewLine + "Type N to | Register a new Nurse" + Environment.NewLine + "Type R to | Register a new Receptionist" + Environment.NewLine + "Type B to | Return to Previous Menu");

string adminChoice = Console.ReadLine().ToUpper();

**switch** (adminChoice) *//runs different methods based on the user's inputs*

{

**case** "D":

manageDentists(); *//loads menu for managing dentists*

**break**;

**case** "N":

manageNurses(); *//loads menu for managing nurses*

**break**;

**case** "R":

manageReceptionists(); *//loads menu for managing receptionists*

**break**;

**case** "B":

adminMenu(); *//returns to previous menu*

**break**;

}

} **while** (constantMenu == **false**);

}

**protected** **static** bool manageDentists() *//method to manage dentists*

{

**if** (Dentist.addDentist()) { **return** **true**; } *//calls method to manage dentists from the Dentist class*

**return** **false**;

}

**protected** **static** bool manageNurses() *//method to manage nurses*

{

**if** (Nurse.addNurse()) { **return** **true**; } *//calls method to manage nurses from the Nurse class*

**return** **false**;

}

**protected** **static** bool manageReceptionists() { *//method to manage receptionists*

**if** (Receptionist.addReceptionist()) { **return** **true**; } *//calls method to manage receptionists from the Receptionist class*

**return** **false**;

}

}

## Administrator.cs

**class** **Administrator** : Staff

{

string staffID;

string username;

string password;

string name;

**public** Administrator(string staffID, string username, string password, string name) *//Object for an Admin user of the system*

{

**this**.staffID = staffID;

**this**.username = username;

**this**.password = password;

**this**.name = name;

}

**public** string StaffID { **get** => staffID; **set** => staffID = **value**; }

**public** string Username { **get** => username; **set** => username = **value**; }

**public** string Password { **get** => password; **set** => password = **value**; }

**public** string Name { **get** => name; **set** => name = **value**; }

**protected** **static** List<Administrator> allAdmins = **new** List<Administrator> *//List of all Admins on the system*

{

**new** Administrator("00000","ADMIN","password","Admin") *//example admin*

};

**public** **static** bool checkAdmin(List<string> input) *//method to check an admin's login*

{

int y = 0;

**foreach** (var x **in** allAdmins)

{

**if** (input.ElementAt(0) == allAdmins.ElementAt(y).Username & input.ElementAt(1) == allAdmins.ElementAt(y).Password)

{ *//if the login information entered on the main program matches information for an admin user on the system, return that the user is of 'Admin' role*

**return** **true**;

}

**else**

{

y++;

}

}

**return** **false**;

}

}

## Appointment.cs

**class** **Appointment**

{

string appointmentID;

Patient patient;

Dentist dentist;

Treatment treatment;

Practice practice;

string room;

DateTime date;

Appointment\_Note note;

**public** Appointment(string appointmentID, Patient patient, Dentist dentist, Treatment treatment, Practice practice, string room, DateTime date, Appointment\_Note note)

{ *//Object for appointments*

**this**.appointmentID = appointmentID;

**this**.patient = patient;

**this**.dentist = dentist;

**this**.treatment = treatment;

**this**.practice = practice;

**this**.room = room;

**this**.date = date;

**this**.note = note;

}

**public** string AppointmentID { **get** => appointmentID; **set** => appointmentID = **value**; }

**public** Patient Patient{ **get** => patient; **set** => patient = **value**; }

**public** Dentist Dentist { **get** => dentist; **set** => dentist = **value**; }

**public** Treatment Treatment { **get** => treatment; **set** => treatment = **value**; }

**public** Practice Practice { **get** => practice; **set** => practice = **value**; }

**public** string Room { **get** => room; **set** => room = **value**; }

**public** DateTime Date { **get** => date; **set** => date = **value**; }

**public** Appointment\_Note Note { **get** => note; **set** => note = **value**; }

**protected** **static** List<Appointment> allApointments = **new** List<Appointment>() *//List of all appointments stored in the system*

{

**new** Appointment("00000",**new** Patient("67890","EXAMPLE","SURNAME","","","","","","000001111"),**new** Dentist("GHJKL","USERNAME","password","DENTIST","SURNAME"), **new** Treatment("TREAT1","Band 1","22.70","Check-ups, scale, polich, etc."),**new** Practice("ABCDE","TAUNTON",1,**new** Dictionary<string, Dentist>(),**new** Dictionary<string, Nurse>(), **new** Receptionist("","","","","")),"1",DateTime.Now,**null**) *//Example Appointment*

};

**public** **static** bool newAppointment(Practice x) *//Method to create a new appointment*

{

Console.WriteLine(Environment.NewLine + "Enter the Details for the Appointment Below:" + Environment.NewLine);

Console.Write("The ID of the Patient: ");

string patientID = Console.ReadLine().ToUpper();

Patient patient = Patient.checkPatient(patientID); *//checks if inputted ID matches a patient on the system*

**if**(patient == **null**) {

Console.ForegroundColor = ConsoleColor.Red;

Console.WriteLine(Environment.NewLine + "Error | Patient not found");

Console.ForegroundColor = ConsoleColor.White;

**return** **false**; }

Console.Write("The ID of the Dentist: ");

string dentistID = Console.ReadLine().ToUpper();

Dentist dentist = Dentist.roomDentist(dentistID); *//checks if inputted ID matches a Dentist on the system*

**if**(dentist == **null**) {

Console.ForegroundColor = ConsoleColor.Red;

Console.WriteLine(Environment.NewLine + "Error | Dentist not found");

Console.ForegroundColor = ConsoleColor.White;

**return** **false**; }

Console.Write("The ID of the Treatment: ");

string treatmentID = Console.ReadLine().ToUpper();

Treatment treatment = Treatment.checkTreatment(treatmentID); *//checks if inputted ID matches a treatment on the system*

**if**(treatment == **null**) {

Console.ForegroundColor = ConsoleColor.Red;

Console.WriteLine(Environment.NewLine + "Error | Treatment not found");

Console.ForegroundColor = ConsoleColor.White;

**return** **false**; }

Practice pracitce = x;

Console.Write("Designated Room Number: ");

string room = Console.ReadLine().ToUpper();

**if**(int.Parse(room) > x.RoomCount) *//Checks if the inputted room number exists in the current practice*

{

Console.ForegroundColor = ConsoleColor.Red;

Console.WriteLine(Environment.NewLine + "Error | Could not find specified Room");

Console.ForegroundColor = ConsoleColor.White;

**return** **false**;

}

Console.Write("Date for the Appointment: ");

DateTime date = Convert.ToDateTime(Console.ReadLine());

Console.Write("Time of the Appointment: ");

DateTime time = Convert.ToDateTime(Console.ReadLine());

date = date.Date.Add(time.TimeOfDay); *//combines inputted date and time into a single variable*

string ID = Guid.NewGuid().ToString(); *//Generates a unique 5 digit ID for the Appointment ID*

char[] idCharacters = ID.Take(5).ToArray();

ID = **new** string(idCharacters).ToUpper();

allApointments.Add(**new** Appointment(ID, patient, dentist, treatment, pracitce, room, date, **new** Appointment\_Note("",**new** Dentist("","","","",""),**new** Nurse("","","","",""), DateTime.Parse("")))); *//adds user's inputted information as a new appointment*

**return** **true**;

}

**public** **static** **void** displayAppointments() *//method to output all appointments on the system*

{

**foreach**(var a **in** allApointments)

{

Console.WriteLine("------------------------------------");

Console.WriteLine("Appointment ID: {0}", a.AppointmentID);

Console.WriteLine("Patient: {0}, {1}", a.Patient.Surname, a.Patient.FirstName);

Console.WriteLine("Patient Contact Number: {0}", a.Patient.PhoneNumber);

Console.WriteLine("Dentist: Dr {0}", a.Dentist.Surname);

Console.WriteLine("Treatment: {0} ({1})", a.Treatment.Name, a.Treatment.Details);

Console.WriteLine("Practice: {0}", a.Practice.Location);

Console.WriteLine("Treatment Room: {0}", a.Room);

Console.WriteLine("Date: {0}", a.Date);

**if** (a.Note != **null**)

{

**if** (a.Note.Dentist == **null**)

{

Console.WriteLine("Addittional Notes: {0} ({1} {2}, {3})", a.Note.Note, a.Note.Nurse.Surname, a.Note.Nurse.FirstName, a.Note.When);

}

**else** if (a.Note.Nurse == **null**)

{

Console.WriteLine("Addittional Notes: {0} ({1} {2}, {3})", a.Note.Note, a.Note.Dentist.Surname, a.Note.Dentist.FirstName, a.Note.When);

}

}

Console.WriteLine("------------------------------------");

}

}

**protected** **static** Appointment checkID(string x) *//method to check if a appointment exists on the system*

{

**foreach**(var a **in** allApointments)

{

**if**(x == a.AppointmentID) { **return** a; }

}

**return** **null**;

}

**public** **static** bool addNote(List<string> login) *//method for dentists/nurses to add a note an existing appointment*

{

Console.Write("Enter the ID of the Appointment to attach a note to: ");

string appointmentID = Console.ReadLine().ToUpper();

Appointment y = checkID(appointmentID);

**if** (y == **null**) { **return** **false**; }

Console.WriteLine("Enter the Note to be attached:");

string note = Console.ReadLine();

**if** (login.ElementAt(1) == "Dentist") *//if the user is a dentist*

{

Dentist dentist = Dentist.loginInformation(login);

**foreach** (var a **in** allApointments)

{

**if** (y.AppointmentID == a.AppointmentID) { a.Note = **new** Appointment\_Note(note, dentist, **null**, DateTime.Now);} *//add note to appointment*

}

}

**else** if (login.ElementAt(1) == "Nurse") *//if the user is a nurse*

{

Nurse nurse = Nurse.loginInformation(login);

**foreach** (var a **in** allApointments)

{

**if** (y.AppointmentID == a.AppointmentID) { a.Note = **new** Appointment\_Note(note, **null**, nurse, DateTime.Now); } *//add note to appointment*

}

}

**return** **true**;

}

**public** **static** **void** patientCheck(Patient\_User user)

{

**foreach**(var a **in** allApointments)

{

**if**(a.Patient == user.Patient)

{

Console.WriteLine("------------------------------------");

Console.WriteLine("Appointment ID: {0}", a.AppointmentID);

Console.WriteLine("Dentist: Dr {0}", a.Dentist.Surname);

Console.WriteLine("Treatment: {0} ({1})", a.Treatment.Name, a.Treatment.Details);

Console.WriteLine("Practice: {0}", a.Practice.Location);

Console.WriteLine("Treatment Room: {0}", a.Room);

Console.WriteLine("Date: {0}", a.Date);

Console.WriteLine("------------------------------------" + Environment.NewLine);

}

}

}

}

## Appointment\_Note.cs

**class** **Appointment\_Note**

{

string note;

Dentist dentist;

Nurse nurse;

DateTime when;

**public** Appointment\_Note(string note, Dentist dentist, Nurse nurse, DateTime when) *//object for appointment notes*

{

**this**.note = note;

**this**.dentist = dentist;

**this**.nurse = nurse;

**this**.when = when;

}

**public** string Note { **get** => note; **set** => note = **value**; }

**public** Dentist Dentist { **get** => dentist; **set** => dentist = **value**; }

**public** Nurse Nurse { **get** => nurse; **set** => nurse = **value**; }

**public** DateTime When { **get** => when; **set** => when = **value**; }

}

## Consultation.cs

**class** **Consultation**

{

**public** **static** List<Consultation> allConsultations = **new** List<Consultation>(); *//list of all phone consultations*

string consultationID;

string phone;

Patient patient;

Dentist dentist;

DateTime date;

Ticket ticket;

Practice practice;

**public** Consultation(string consultationID, string phone, Patient patient, Dentist dentist, DateTime date, Ticket ticket, Practice practice)

{

**this**.consultationID = consultationID;

**this**.phone = phone;

**this**.patient = patient;

**this**.dentist = dentist;

**this**.date = date;

**this**.ticket = ticket;

**this**.practice = practice;

}

**public** string ConsultationID { **get** => consultationID; **set** => consultationID = **value**; }

**public** string Phone { **get** => phone; **set** => phone = **value**; }

**public** Patient Patient { **get** => patient; **set** => patient = **value**; }

**public** Dentist Dentist { **get** => dentist; **set** => dentist = **value**; }

**public** DateTime Date { **get** => date; **set** => date = **value**; }

**public** Ticket Ticket { **get** => ticket; **set** => ticket = **value**; }

**public** Practice Practice { **get** => practice; **set** => practice = **value**; }

**public** **static** bool newConsultation(Receptionist receptionist) *//method to create a new phone consultation appointment*

{

DateTime date;

Practice practice = Practice.checkReceptionist(receptionist);

Ticket.receptionistView(practice);

Console.Write(Environment.NewLine + "Enter the ID of the Request to create a Consultation for: ");

string chosenID = Console.ReadLine().ToUpper();

Ticket ticket = Ticket.checkTicket(chosenID); *//the request ticket for the phone consultation*

**if**(ticket == **null**)

{

Console.WriteLine("Error | Unrecognised ID");

**return** **false**;

}

Console.WriteLine("Requested Date: {0}", ticket.Day , Environment.NewLine);

Console.WriteLine("Fill in the Required details for the Consultation: ");

Console.WriteLine("Patient: {0}, {1}", ticket.Patient.Surname, ticket.Patient.FirstName); *//uses information in patient ticket to autofill information*

Console.WriteLine("Dentist: Dr {0}", ticket.Dentist.Surname);

Console.WriteLine("Contact Details: {0} | {1}", ticket.Patient.PhoneNumber, ticket.Email);

Console.Write("Consultation Date (dd/mm/yyyy): ");

string conDate = Console.ReadLine();

**try**

{

date = DateTime.Parse(conDate);

}

**catch**

{

Console.WriteLine("Error | Incorrect Date Format"); *//value validation for date input*

**return** **false**;

}

Console.Write("Consultation Time (hh/mm): ");

string conTime = Console.ReadLine();

**try**

{

date = date.Date.Add(DateTime.Parse(conTime).TimeOfDay);

}

**catch**

{

Console.WriteLine("Error | Incorrect Time Format");

**return** **false**;

}

string ID = Guid.NewGuid().ToString(); *//Generates a unique 5 digit ID for the Consultation ID*

char[] idCharacters = ID.Take(5).ToArray();

ID = **new** string(idCharacters).ToUpper();

allConsultations.Add(**new** Consultation(ID, ticket.Patient.PhoneNumber, ticket.Patient, ticket.Dentist, date, ticket, practice));

**return** **true**;

}

**public** **static** **void** patientView(Patient\_User u) *//patient method to view all current consultations*

{

**foreach**(var c **in** allConsultations)

{

**if**(c.Patient == u.Patient)

{

Console.WriteLine(Environment.NewLine + "------------------------------------");

Console.WriteLine("Consultation Date: {0}", c.Date.Date);

Console.WriteLine("Consultation Time: {0}", c.Date.TimeOfDay);

Console.WriteLine("Dentist: Dr {0}", c.Dentist.Surname);

Console.WriteLine("Contact Number: {0}", c.Patient.PhoneNumber);

Console.WriteLine("------------------------------------");

}

}

}

**public** **static** **void** receptionistView(Practice p) *//receptionist method to view all current consultations*

{

**foreach**(var c **in** allConsultations)

{

**if**(p == c.Practice)

{

Console.WriteLine(Environment.NewLine + "------------------------------------");

Console.WriteLine("Consultation Date: {0}", c.Date.Date);

Console.WriteLine("Consultation Time: {0}", c.Date.TimeOfDay);

Console.WriteLine("Dentist: Dr {0}", c.Dentist.Surname);

Console.WriteLine("Patient {0}, {1}", c.Patient.Surname, c.Patient.FirstName);

Console.WriteLine("Contact Number: {0}", c.Patient.PhoneNumber);

Console.WriteLine("------------------------------------");

}

}

}

**public** **static** **void** dentistView(Dentist d) *//dentist method to view all current phone consultations*

{

**foreach**(var c **in** allConsultations)

{

**if** (d == c.Dentist)

{

Console.WriteLine(Environment.NewLine + "------------------------------------");

Console.WriteLine("Consultation Date: {0}", c.Date.Date);

Console.WriteLine("Consultation Time: {0}", c.Date.TimeOfDay);

Console.WriteLine("Patient {0}, {1}", c.Patient.Surname, c.Patient.FirstName);

Console.WriteLine("Contact Number: {0}", c.Patient.PhoneNumber);

Console.WriteLine("------------------------------------");

}

}

}

}

## Dentist.cs

**public** **class** **Dentist** : Staff

{

string staffID;

string username;

string password;

string firstName;

string surname;

**public** Dentist(string staffID, string username, string password, string firstName, string surname) *//object for dentists*

{

**this**.staffID = staffID;

**this**.username = username;

**this**.password = password;

**this**.firstName = firstName;

**this**.surname = surname;

}

**public** string StaffID { **get** => staffID; **set** => staffID = **value**; }

**public** string Username { **get** => username; **set** => username = **value**; }

**public** string Password { **get** => password; **set** => password = **value**; }

**public** string FirstName { **get** => firstName; **set** => firstName = **value**; }

**public** string Surname { **get** => surname; **set** => surname = **value**; }

**protected** **static** List<Dentist> allDentists = **new** List<Dentist>{

**new** Dentist("12345", "DENTIST", "password", "GENERIC", "NAME") *//example dentist*

};

**public** **static** bool checkDentist(List<string> input) *//method to check if dentist exists*

{

int y = 0;

**foreach** (var x **in** allDentists) *// checks if inputted login information matches a dentist on the system*

{

**if** (input.ElementAt(0) == allDentists.ElementAt(y).Username & input.ElementAt(1) == allDentists.ElementAt(y).Password)

{

**return** **true**;

}

**else**

{

y++;

}

}

**return** **false**;

}

**public** **static** Dentist roomDentist(string inputID) *//method to check if dentist exsits on the system*

{

**foreach**(var d **in** allDentists)

{

**if**(inputID == d.StaffID)

{

**return** d; *//return the dentist object for that ID*

}

}

**return** **null**;

}

**public** **static** bool addDentist() *//method to add new dentist*

{

List<string> input = addStaff();

**foreach**(var d **in** allDentists)

{

**if**(input[1] == d.FirstName || input[4] == d.Username)

{

Console.ForegroundColor = ConsoleColor.Red;

Console.WriteLine(Environment.NewLine + "Error | Dentist Already Exists");

Console.ForegroundColor = ConsoleColor.White;

**return** **false**;

}

}

allDentists.Add(**new** Dentist(input[0], input[3], input[4], input[1], input[2])); *//adds new dentist based on inputted information*

*//Dentist creation Successful*

**return** **true**;

}

**public** **static** Dentist loginInformation(List<string> loginDetails) *//checks dentist login information*

{

**foreach**(var d **in** allDentists)

{

**if**(loginDetails.ElementAt(0) == d.Username)

{

**return** d;

}

}

**return** **null**;

}

**public** **static** List<Dentist> returnAll()

{

**return** allDentists;

}

}

## Nurses.cs

**public** **class** **Nurse** : Staff

{

string staffID;

string username;

string password;

string firstName;

string surname;

**public** Nurse(string staffID, string username, string password, string firstName, string surname) *//object for each nurse on the system*

{

**this**.staffID = staffID;

**this**.username = username;

**this**.password = password;

**this**.firstName = firstName;

**this**.surname = surname;

}

**public** string StaffID { **get** => staffID; **set** => staffID = **value**; }

**public** string Username { **get** => username; **set** => username = **value**; }

**public** string Password { **get** => password; **set** => password = **value**; }

**public** string FirstName { **get** => firstName; **set** => firstName = **value**; }

**public** string Surname { **get** => surname; **set** => surname = **value**; }

**protected** **static** List<Nurse> allNurses = **new** List<Nurse> *//list of all nurses*

{

**new** Nurse("67890","NURSE","password","GENERIC","NAME")

};

**public** **static** bool checkNurse(List<string> input) *//method to check if nurse exists on the system*

{

int y = 0;

**foreach** (var x **in** allNurses)

{

**if** (input.ElementAt(0) == allNurses.ElementAt(y).Username & input.ElementAt(1) == allNurses.ElementAt(y).Password) *//if the inputted login matches a nurse*

{

**return** **true**;

}

**else**

{

y++;

}

}

**return** **false**;

}

**public** **static** Nurse roomNurse(string inputID) *//method to check if inputted ID matches that of a nurse*

{

**foreach** (var n **in** allNurses)

{

**if** (inputID == n.StaffID)

{

**return** n;

}

}

**return** **null**;

}

**public** **static** bool addNurse() *//method to add a new nurse*

{

List<string> input = addStaff();

**foreach** (var n **in** allNurses)

{

**if** (input[1] == n.FirstName & input[4] == n.Username)

{

*//Nurse already exists*

**return** **false**;

}

}

allNurses.Add(**new** Nurse(input[0], input[3], input[4], input[1], input[2])); *//create new nurse with inputted information*

*//Nurse creation Successful*

**return** **true**;

}

**public** **static** Nurse loginInformation(List<string> loginDetails)*//checks login information against nurses on the sustem*

{

**foreach** (var d **in** allNurses)

{

**if** (loginDetails.ElementAt(0) == d.Username)

{

**return** d; *//returns the matching nurse*

}

}

**return** **null**;

}

}

## Patient.cs

**class** **Patient**

{

**public** **static** List<Patient> allPatients = **new** List<Patient>() { **new** Patient("12345", "EXAMPLE", "PATIENT", "", "", "", "", "", "075192835")};

string patientID;

string firstName;

string surname;

string houseNumber;

string street;

string town;

string postcode;

string gender;

string phoneNumber;

**public** Patient(string patientID, string firstName, string surname, string houseNumber, string street, string town, string postcode, string gender, string phoneNumber)

{ *//object for all patients*

**this**.patientID = patientID;

**this**.firstName = firstName;

**this**.surname = surname;

**this**.houseNumber = houseNumber;

**this**.street = street;

**this**.town = town;

**this**.postcode = postcode;

**this**.gender = gender;

**this**.phoneNumber = phoneNumber;

}

**public** string PatientID { **get** => patientID; **set** => patientID = **value**; }

**public** string FirstName { **get** => firstName; **set** => firstName = **value**; }

**public** string Surname { **get** => surname; **set** => surname = **value**; }

**public** string HouseNumber { **get** => houseNumber; **set** => houseNumber = **value**; }

**public** string Street { **get** => street; **set** => street = **value**; }

**public** string Town { **get** => town; **set** => town = **value**; }

**public** string Postcode { **get** => postcode; **set** => postcode = **value**; }

**public** string Gender { **get** => gender; **set** => gender = **value**; }

**public** string PhoneNumber { **get** => phoneNumber; **set** => phoneNumber = **value**; }

**public** **static** bool addPatient() *//method to add new patient to the system*

{

string patientID;

string firstName;

string surname;

string houseNumber;

string street;

string town;

string postcode;

string gender;

string phoneNumber;

Console.WriteLine("Enter the Patient's Details Below:" + Environment.NewLine);

Console.Write("First Name: ");

firstName = Console.ReadLine().ToUpper();

Console.Write("Surname: ");

surname = Console.ReadLine().ToUpper();

Console.Write("Address | House Number: ");

houseNumber = Console.ReadLine().ToUpper();

Console.Write("Address | Street: ");

street = Console.ReadLine().ToUpper();

Console.Write("Address | Town: ");

town = Console.ReadLine().ToUpper();

Console.Write("Address | Postcode: ");

postcode = Console.ReadLine().ToUpper();

Console.Write("Gender : ");

gender = Console.ReadLine().ToUpper();

List<string> genderOptions = **new** List<string>() { "male", "female", "other" };

int z = 0;

**foreach** (var g **in** genderOptions)

{

**if**(gender != g)

{

z++;

}

**if**(z == 2)

{

Console.ForegroundColor = ConsoleColor.Red;

Console.WriteLine("Error | Unrecognised Input");

Console.ForegroundColor = ConsoleColor.White;

**return** **false**;

}

}

Console.Write("Phone Number: ");

phoneNumber = Console.ReadLine().ToUpper();

**foreach**(var p **in** allPatients)

{

**if**(firstName == p.FirstName & surname == p.Surname & postcode == p.Postcode)

{

Console.ForegroundColor = ConsoleColor.Red;

Console.WriteLine(Environment.NewLine + "Error | Patient Already Exists");

Console.ForegroundColor = ConsoleColor.White;

**return** **false**;

}

}

patientID = Guid.NewGuid().ToString(); *//Generates a unique 5 digit ID for the patient ID*

char[] idCharacters = patientID.Take(5).ToArray();

patientID = **new** string(idCharacters).ToUpper();

allPatients.Add(**new** Patient(patientID, firstName, surname, houseNumber, street, town, postcode, gender, phoneNumber));

**return** **true**; *//add new patient based on the inputted information*

}

**public** **static** **void** viewPatients() *//method to display all patients on the system*

{

**foreach**(var p **in** allPatients)

{

Console.WriteLine(Environment.NewLine + "{0} | {1} {2} | {3} | {4}, {5}, {6}, {7} | {8}", p.PatientID, p.FirstName, p.Surname, p.Gender, p.HouseNumber, p.Street, p.Town, p.Postcode, p.PhoneNumber);

}

}

**public** **static** bool editPatient() *//method to edit existing patient's information*

{

Console.Write("Enter the ID of the Patient to Change: ");

string changeID = Console.ReadLine().ToUpper();

**foreach**(var p **in** allPatients)

{

**if** (changeID == p.patientID)

{

Console.WriteLine("------------------------------------");

Console.WriteLine("{0} {1}: Current Information" + Environment.NewLine, p.FirstName, p.surname);

Console.WriteLine("Patient ID: {0}", p.PatientID);

Console.WriteLine("Gender: {0}", p.Gender);

Console.WriteLine("Address: {0}, {1}, {2}, {3}", p.HouseNumber, p.Street, p.Town, p.Postcode);

Console.WriteLine("Phone Number: {0}", p.PhoneNumber);

Console.WriteLine("------------------------------------");

Console.WriteLine(Environment.NewLine + "Enter the New Details Below:");

Console.Write("First Name: ");

string firstName = Console.ReadLine().ToUpper();

Console.Write("Surname: ");

string surname = Console.ReadLine().ToUpper();

Console.Write("Address | House Number: ");

string houseNumber = Console.ReadLine().ToUpper();

Console.Write("Address | Street: ");

string street = Console.ReadLine().ToUpper();

Console.Write("Address | Town: ");

string town = Console.ReadLine().ToUpper();

Console.Write("Address | Postcode: ");

string postcode = Console.ReadLine().ToUpper();

Console.Write("Gender : ");

string gender = Console.ReadLine().ToUpper();

Console.Write("Phone Number: ");

string phoneNumber = Console.ReadLine().ToUpper();

p.FirstName = firstName; *//overwrites properties of selected patient*

p.Surname = surname;

p.HouseNumber = houseNumber;

p.Street = street;

p.Town = town;

p.Postcode = postcode;

p.Gender = gender;

p.PhoneNumber = phoneNumber;

}

}

**return** **true**;

}

**public** **static** Patient checkPatient(string inputID) *//method to check if ID matches that of a patient*

{

**foreach**(var i **in** allPatients)

{

**if**(inputID == i.PatientID)

{

**return** i; *//return matching patient*

}

}

**return** **null**;

}

**public** **static** Patient patientUser(string inputID) *//Validates if a patient user's enterred referal ID matches that of an existing patient on the system*

{

**foreach**(var p **in** allPatients)

{

**if**(inputID == p.patientID)

{

**return** p;

}

}

Console.WriteLine("Error | Entered ID is not recognised"); *//return error message*

**return** **null**;

}

}

## Patient\_Class.cs

**class** **Patient\_Class**

{

**public** **static** bool constantMenu = **false**;

**public** **static** **void** patientStartup() *//Login Menu for Patient Users*

{

**do**

{

Console.WriteLine("Welcome to the Menu for Patient Users of the MyDentist system" + Environment.NewLine);

Console.WriteLine("Are you a returning user or is this your First time?");

Console.WriteLine("Type R if | You are a returning user" + Environment.NewLine + "Type N if | This is your first time" + Environment.NewLine + "Type X to | Close the software");

string userChoice = Console.ReadLine().ToUpper();

**switch** (userChoice)

{

**case** "R":

userLogin(); *//Method for if user has logged into the system before*

**break**;

**case** "N":

newUser(); *//Method or if this is the user's first time on the system*

**break**;

**case** "X":

Environment.Exit(1); *//closes the application*

**break**;

}

} **while** (!constantMenu);

}

**protected** **static** **void** newUser() *//Method to create new user*

{

bool usernameMatch = **false**;

bool passwordMatch = **false**;

string username = "";

string password = "";

Console.Write("Please Enter your Provided User ID: ");

string x = Console.ReadLine().ToUpper();

Patient systemPatient = Patient.patientUser(x);

**do**

{

Console.Write("Please enter your desired Username: ");

string a = Console.ReadLine().ToUpper();

Console.Write("Please Re-enter the Username: ");

string b = Console.ReadLine().ToUpper();

**if** (a == b) { usernameMatch = **true**; }

**else** { Console.WriteLine("Error | Usernames did not Match"); }

**if** (!Patient\_User.checkUser(a))

{

Console.WriteLine("Error | Username already in Use");

}

**else** if (Patient\_User.checkUser(a))

{

usernameMatch = **true**;

username = a;

}

}**while**(usernameMatch == **false**);

**do**

{

Console.Write("Please enter a Password: ");

string c = Console.ReadLine();

Console.Write("Please Confirm your Password: ");

string d = Console.ReadLine();

**if**(c == d)

{

passwordMatch = **true**;

password = d;

}

**else**

{

Console.WriteLine("Error | Passwords did not match");

}

} **while** (passwordMatch == **false**);

Patient\_User y = **new** Patient\_User(systemPatient, username, password);

Patient\_User.addUser(y);

userMenu(y); *//loads user into main login menu*

}

**protected** **static** **void** userLogin() *//method for exisiting users to log in*

{

**do**

{

Console.WriteLine("Please enter your Username: ");

string username = Console.ReadLine().ToUpper();

Console.WriteLine("Please enter your Password: ");

string password = Console.ReadLine();

Patient\_User currentUser = Patient\_User.loginCheck(**new** List<string>() { username, password });

**if** (currentUser != **null**) { userMenu(currentUser); }

} **while** (!constantMenu);

}

**protected** **static** **void** userMenu(Patient\_User user) *//Main menu for patient users*

{

**do**

{

Console.WriteLine(Environment.NewLine + "Please Select one of the following options:");

Console.WriteLine("Type R to | Request a Phone Consultation" + Environment.NewLine + "Type V to | View your Requests" + Environment.NewLine + "Type T to | View all Available Treatments");

Console.WriteLine("Type A to | View all confirmed Apointments" + Environment.NewLine + "Type C to | View your Phone Consultations" + Environment.NewLine + "Type X to | Close the Software");

string userChoice = Console.ReadLine().ToUpper();

**switch** (userChoice)

{

**case** "R":

Ticket.newTicket(user); *//method to create request ticket for phone consultation*

**break**;

**case** "V":

Ticket.viewTickets(user); *//method to view all active request tickets*

**break**;

**case** "T":

Treatment.treatmentDisplay(); *//method to display all available treatments*

**break**;

**case** "A":

Appointment.patientCheck(user); *//method to view all current appointments*

**break**;

**case** "C":

Consultation.patientView(user); *//method to view all confirmed phone consultations*

**break**;

**case** "X":

Environment.Exit(1); *//close the application*

**break**;

}

} **while** (!constantMenu);

}

}

## Patient\_User.cs

**class** **Patient\_User**

{

Patient patient;

string username;

string password;

**public** **static** List<Patient\_User> allUsers = **new** List<Patient\_User>()

{ **new** Patient\_User(**new** Patient("12345","Bradley","De'Ath","","","","","",""),"USERNAME","password")

};

**public** Patient\_User(Patient patient, string username, string password) *//New Patient Object*

{

**this**.patient = patient;

**this**.username = username;

**this**.password = password;

}

**public** Patient Patient { **get** => patient; **set** => patient = **value**; }

**public** string Username { **get** => username; **set** => username = **value**; }

**public** string Password { **get** => password; **set** => password = **value**; }

**public** **static** bool checkUser(string input) *//Validates if user details already exisit on system*

{

**foreach**(var u **in** allUsers)

{

**if**(input == u.Username) { **return** **false**; }

}

**return** **true**;

}

**public** **static** **void** addUser(Patient\_User newUser) *//Method for creating new user login*

{

allUsers.Add(newUser);

Console.WriteLine("Account Successfully Created");

}

**public** **static** Patient\_User loginCheck(List<string> x) *//checks login credentials of user*

{

**foreach**(var l **in** allUsers)

{

**if**(x.ElementAt(0) == l.Username & x.ElementAt(1) == l.Password)

{

**return** l;

}

}

Console.WriteLine("Error | Incorrect Login, Please Try Again"); *//return error*

**return** **null**;

}

}

## Practice.cs

**class** **Practice**

{

string practiceID;

string location;

int roomCount;

Dictionary<string, Dentist> roomDentist = **new** Dictionary<string, Dentist>();

Dictionary<string, Nurse> roomNurse = **new** Dictionary<string, Nurse>();

Receptionist receptionist;

**public** Practice(string practiceID, string location, int roomCount, Dictionary<string, Dentist> roomDentist,Dictionary<string,Nurse> roomNurse,Receptionist receptionist)

{ *//object for practices*

**this**.practiceID = practiceID;

**this**.location = location;

**this**.roomCount = roomCount;

**this**.roomDentist = roomDentist;

**this**.roomNurse = roomNurse;

**this**.receptionist = receptionist;

}

**public** string PracticeID { **get** => practiceID; **set** => practiceID = **value**; }

**public** string Location { **get** => location; **set** => location = **value**; }

**public** int RoomCount { **get** => roomCount; **set** => roomCount = **value**; }

**public** Dictionary<string,Dentist> RoomDentist { **get** => roomDentist; **set** => roomDentist = **value**; }

**public** Dictionary<string,Nurse> RoomNurse { **get** => roomNurse; **set** => roomNurse = **value**; }

**public** Receptionist Receptionist { **get** => receptionist; **set** => receptionist = **value**; }

**protected** **static** List<Practice> allPracticies = **new** List<Practice>(); *//List of all practices*

**public** **static** bool addPractice() *//method to add new practice*

{

Dictionary<string, Dentist> roomDentist = **new** Dictionary<string, Dentist>();

Dictionary<string, Nurse> roomNurse = **new** Dictionary<string, Nurse>();

string[] rooms = **new** string[10] *//maximum of 10 rooms per practice*

{

"Room 1","Room 2","Room 3","Room 4","Room 5","Room 6","Room 7","Room 8","Room 9","Room 10"

};

int x = 0;

List<string> currentRooms = **new** List<string>();

Console.WriteLine(Environment.NewLine + "Enter the Practice's Details Below:" + Environment.NewLine);

Console.Write("Location: ");

string location = Console.ReadLine().ToUpper();

Console.Write("Practice Room Count (Min: 1, Max: 10) :");

int roomCount = int.Parse(Console.ReadLine()); *//number of rooms*

Console.Write("Receptionist's Staff ID: ");

string receptionistID = Console.ReadLine().ToUpper(); *//checks if receptionist exists on the system*

Receptionist check3 = Receptionist.roomReceptionist(receptionistID);

**if** (check3 == **null**)

{

Console.WriteLine("Receptionist Error");

**return** **false**;

}

**do**

{

currentRooms.Add(rooms.ElementAt(x));

x++;

}**while**(x <= roomCount-1);

**foreach**(var r **in** currentRooms) *//for every room in the dental practice*

{

Console.WriteLine(r);

Console.Write("Assigned Dentist's Staff ID: ");

string dentistID = Console.ReadLine().ToUpper();

Dentist check = Dentist.roomDentist(dentistID);

**if**(check == **null**)

{

Console.WriteLine("Dentist Error");

**return** **false**;

}

**else**

{

roomDentist.Add(r, check); *//assigns dentist to current room*

}

Console.Write("Assigned Nurse's Staff ID: ");

string nurseID = Console.ReadLine().ToUpper();

Nurse check2 = Nurse.roomNurse(nurseID);

**if**(check2 == **null**)

{

Console.WriteLine("Nurse Error");

**return** **false**;

}

**else**

{

roomNurse.Add(r, check2); *//assigns nurse to current room*

}

}

string practiceID = Guid.NewGuid().ToString(); *//Generates a unique 5 digit ID for the Practice ID*

char[] idCharacters = practiceID.Take(5).ToArray();

practiceID = **new** string(idCharacters).ToUpper();

Practice newPractice = **new** Practice(practiceID, location, roomCount, roomDentist, roomNurse, check3); *//creates new practice with inputted information*

**foreach** (var p **in** allPracticies) *//checks if practice already exists*

{

**if**(p.Location == newPractice.Location)

{

Console.ForegroundColor = ConsoleColor.Red;

Console.WriteLine(Environment.NewLine + "Error | Practice Already Exists");

Console.ForegroundColor = ConsoleColor.White;

**return** **false**;

}

}

allPracticies.Add(newPractice);

**return** **true**;

}

**public** **static** bool displayPractices() *//method to output all practices on the system*

{

**foreach**(var p **in** allPracticies)

{

Console.WriteLine("------------------------------------");

Console.WriteLine("Practice ID: {0}", p.PracticeID);

Console.WriteLine("Location: {0}", p.Location);

Console.WriteLine("Number of Rooms: {0}", p.roomCount);

Console.WriteLine("Receptionist: {0}, {1}", p.Receptionist.Surname, p.Receptionist.FirstName + Environment.NewLine);

var x = 0;

**foreach** (var d **in** p.roomDentist) *//displays information for each room in the practice*

{

Console.ForegroundColor = ConsoleColor.Cyan;

Console.WriteLine(Environment.NewLine + "{0}:", d.Key);

Console.ForegroundColor = ConsoleColor.White;

Console.WriteLine("Dentist: {0}, {1}", d.Value.Surname, d.Value.FirstName);

Console.WriteLine("Nurse: {0}, {1}", p.roomNurse.ElementAt(x).Value.Surname, p.roomNurse.ElementAt(x).Value.FirstName);

x++;

}

Console.WriteLine("------------------------------------");

}

Console.ReadLine();

**return** **true**;

}

**public** **static** bool editPractice() *//method to edit practice properties*

{

Console.Write("Enter the ID of the Practice to Change: ");

string changeID = Console.ReadLine().ToUpper();

**foreach**(var i **in** allPracticies)

{

**if** (changeID == i.practiceID)

{

Console.WriteLine("------------------------------------");

Console.WriteLine("{0} Practice: Current Information", i.Location + Environment.NewLine);

Console.WriteLine("Practice ID: {0}", i.PracticeID);

Console.WriteLine("Location: {0}", i.Location);

Console.WriteLine("Number of Rooms: {0}", i.roomCount);

Console.WriteLine("Receptionist: {0}, {1}", i.Receptionist.Surname, i.Receptionist.FirstName + Environment.NewLine);

var x = 0;

**foreach** (var d **in** i.roomDentist)

{

Console.ForegroundColor = ConsoleColor.Cyan;

Console.WriteLine(Environment.NewLine + "{0}:", d.Key);

Console.ForegroundColor = ConsoleColor.White;

Console.WriteLine("Dentist: {0}, {1}", d.Value.Surname, d.Value.FirstName);

Console.WriteLine("Nurse: {0}, {1}", i.roomNurse.ElementAt(x).Value.Surname, i.roomNurse.ElementAt(x).Value.FirstName);

x++;

}

Console.WriteLine("------------------------------------");

Console.WriteLine("Enter the New Details Below:" + Environment.NewLine);

Dictionary<string, Dentist> roomDentist = **new** Dictionary<string, Dentist>();

Dictionary<string, Nurse> roomNurse = **new** Dictionary<string, Nurse>();

string[] rooms = **new** string[10]

{

"Room 1","Room 2","Room 3","Room 4","Room 5","Room 6","Room 7","Room 8","Room 9","Room 10"

};

int y = 0;

List<string> currentRooms = **new** List<string>();

Console.Write("Practice Room Count (Min: 1, Max: 10) :");

int roomCount = int.Parse(Console.ReadLine());

Console.Write("Receptionist's Staff ID: ");

string receptionistID = Console.ReadLine().ToUpper();

Receptionist check3 = Receptionist.roomReceptionist(receptionistID);

**if** (check3 == **null**)

{

Console.WriteLine("Receptionist Error");

**return** **false**;

}

**do**

{

currentRooms.Add(rooms.ElementAt(y));

y++;

} **while** (y <= roomCount - 1);

**foreach** (var r **in** currentRooms)

{

Console.WriteLine(r);

Console.Write("Assigned Dentist's Staff ID: ");

string dentistID = Console.ReadLine().ToUpper();

Dentist check = Dentist.roomDentist(dentistID);

**if** (check == **null**)

{

Console.WriteLine("Dentist Error");

**return** **false**;

}

**else**

{

roomDentist.Add(r, check);

}

Console.Write("Assigned Nurse's Staff ID: ");

string nurseID = Console.ReadLine().ToUpper();

Nurse check2 = Nurse.roomNurse(nurseID);

**if** (check2 == **null**)

{

Console.WriteLine("Nurse Error");

**return** **false**;

}

**else**

{

roomNurse.Add(r, check2);

}

i.RoomCount = roomCount;

i.RoomDentist = roomDentist;

i.RoomNurse = roomNurse;

i.Receptionist = check3;

}

}

}

Console.WriteLine("Error | Could not find specified Practice");

**return** **false**;

}

**public** **static** Practice currentPractice(Receptionist user) *//method to retrive which practice the current receptionist user is assigned to*

{

**foreach**(var u **in** allPracticies)

{

**if**(u.Receptionist == user)

{

**return** u;

}

}

**return** **null**;

}

**public** **static** Practice checkLocation(string x)

{

**foreach**(var p **in** allPracticies)

{

**if**(x == p.Location) { **return** p; };

}

**return** **null**;

}

**public** **static** **void** viewDentists(Practice p)

{

**foreach**(var d **in** p.RoomDentist.Values)

{

Console.WriteLine("{0} | Dr {1}", d.StaffID, d.Surname);

}

}

**public** **static** Practice checkReceptionist(Receptionist r)

{

**foreach** (var p **in** allPracticies)

{

**if**(p.Receptionist == r)

{

**return** p;

}

}

**return** **null**;

}

}

## Receptionist.cs

**class** **Receptionist** : Staff

{

string staffID;

string username;

string password;

string firstName;

string surname;

**public** Receptionist(string staffID, string username, string password, string firstName, string surname) *//object for receptionists*

{

**this**.staffID = staffID;

**this**.username = username;

**this**.password = password;

**this**.firstName = firstName;

**this**.surname = surname;

}

**public** string StaffID { **get** => staffID; **set** => staffID = **value**; }

**public** string Username { **get** => username; **set** => username = **value**; }

**public** string Password { **get** => password; **set** => password = **value**; }

**public** string FirstName { **get** => firstName; **set** => firstName = **value**; }

**public** string Surname { **get** => surname; **set** => surname = **value**; }

**protected** **static** List<Receptionist> allReceptionists = **new** List<Receptionist> *//list of all receptionists on the system*

{

**new** Receptionist("ABCDE","RECEPTIONIST","password","GENERIC","NAME"),

};

**public** **static** Receptionist roomReceptionist(string inputID) *//method to check if inputted ID matches that of a receptionist*

{

**foreach**(var r **in** allReceptionists)

{

**if**(inputID == r.StaffID)

{

**return** r; *//return matching receptionist*

}

}

**return** **null**;

}

**public** **static** bool checkReceptionist(List<string> input) *//method to check login input against receptionists*

{

int y = 0;

**foreach** (var x **in** allReceptionists)

{

**if** (input.ElementAt(0) == allReceptionists.ElementAt(y).Username & input.ElementAt(1) == allReceptionists.ElementAt(y).Password)

{ *//if inputted username & password match those of a recognised receptionist*

**return** **true**;

}

**else**

{

y++;

}

}

**return** **false**;

}

**public** **static** Receptionist loginInformation(List<string> loginDetails) *//method to check receptionist login information*

{

**foreach** (var r **in** allReceptionists)

{

**if** (loginDetails.ElementAt(0) == r.Username & loginDetails.ElementAt(1) == r.Password)

{

**return** r;

}

}

**return** **null**;

}

**public** **static** bool addReceptionist() *//method to add new receptionist*

{

List<string> input = addStaff(); *//calls abstract class for staff creation*

**foreach**(var r **in** allReceptionists) { **if** (input[1] == r.FirstName & input[4] == r.Username) { **return** **false**; } } *//Receptionist already exists*

allReceptionists.Add(**new** Receptionist(input[0], input[3], input[4], input[1], input[2])); *//Register Successful*

**return** **true**;

}

}

## Staff.cs

**public** **abstract** **class** **Staff**

{

*//abstract class for staff creation, acts as the basis for all staff role creation: with added information being altered based on which role is needed*

**protected** **static** List<string> addStaff() *//method to add new staff member*

{

string staffID;

string username;

string password;

string firstName;

string surname;

Console.WriteLine("Enter the Staff's Details Below:" + Environment.NewLine);

Console.Write("First Name: ");

firstName = Console.ReadLine().ToUpper();

Console.Write("Surname: ");

surname = Console.ReadLine().ToUpper();

Console.Write("Username: ");

username = Console.ReadLine().ToUpper();

Console.Write("Password: ");

password = Console.ReadLine();

staffID = Guid.NewGuid().ToString(); *//Generates a unique 5 digit ID for the Staff ID*

char[] idCharacters = staffID.Take(5).ToArray();

staffID = **new** string(idCharacters).ToUpper();

List<string> input = **new** List<string>(){staffID, firstName, surname, username, password};

**return** input;

}

**public** **static** string checkStaff(List<string> userInput) *//method to check if inputted login information matches an exisitng login and role*

{

string loginRole = "";

bool loginBool = **false**;

loginBool = Dentist.checkDentist(userInput);

**if**(loginBool == **true**)

{

loginRole = "Dentist";

**return** loginRole;

}

loginBool = Nurse.checkNurse(userInput);

**if** (loginBool == **true**)

{

loginRole = "Nurse";

**return** loginRole;

}

loginBool = Receptionist.checkReceptionist(userInput);

**if** (loginBool == **true**)

{

loginRole = "Receptionist";

**return** loginRole;

}

loginBool = Administrator.checkAdmin(userInput);

**if** (loginBool == **true**)

{

loginRole = "Admin";

**return** loginRole;

}

loginRole = "Error";

**return** loginRole;

}

}

## Staff\_Menu.cs

**class** **Staff\_Menus**

{

**static** bool constantMenu = **false**;

**public** **static** List<string> loginBackup = **new** List<string>();

**public** **static** **void** receptionistMenu(List<string> loginDetails) *//initial menu for receptionists afer login*

{

**do**

{

loginBackup = loginDetails;

Receptionist currentLogin = Receptionist.loginInformation(loginDetails);

Console.WriteLine(Environment.NewLine + "Receptionist Menu" + Environment.NewLine + "-----------------");

Console.WriteLine("Type T to | Manage Treatments" + Environment.NewLine + "Type P to | Manage Patients" + Environment.NewLine + "Type A to | Manage Appointments" + Environment.NewLine + "Type X to | Exit the Software");

string menuChoice = Console.ReadLine().ToUpper();

**switch** (menuChoice)

{

**case** "T":

receptionistTreatments(); *//runs menu to manage treatments*

**break**;

**case** "P":

receptionistPatients(); *//loads menu to manage patients*

**break**;

**case** "A":

receptionistAppointment(currentLogin); *//loads menu to manage appointments*

**break**;

**case** "X":

Environment.Exit(1); *//closes the application*

**break**;

}

} **while** (!constantMenu);

}

**public** **static** **void** receptionistPatients() *//menu for receptionists to manage patients*

{

**do**

{

Console.WriteLine(Environment.NewLine + "Patient Management Menu" + Environment.NewLine + "----------------------");

Console.WriteLine("Type A to | Add a Patient" + Environment.NewLine + "Type E to | Edit a Patient" + Environment.NewLine + "Type V to | View all Patients" + Environment.NewLine + "Type B to | Return to the Previous Menu");

string menuChoice = Console.ReadLine().ToUpper();

**switch** (menuChoice)

{

**case** "A":

Patient.addPatient(); *//calls method to add a new patient*

**break**;

**case** "E":

Patient.editPatient(); *//calls method to edit existing patient*

**break**;

**case** "V":

Patient.viewPatients(); *//calls method to view all patients on the system*

**break**;

**case** "B":

receptionistMenu(loginBackup); *//loads previous menu*

**break**;

}

} **while** (!constantMenu);

}

**public** **static** **void** receptionistAppointment(Receptionist user) *//menu for receptionists to manage appointments*

{

**do**

{

Console.WriteLine(Environment.NewLine + "Appointment Management Menu" + Environment.NewLine + "----------------------");

Console.WriteLine("Type A to | Add an Appointment" + Environment.NewLine + "Type V to | View all Appointments" + Environment.NewLine + "Type C to | Book a Phone Consultation" + Environment.NewLine + "Type P to | View all Phone Consultations" + Environment.NewLine + "Type B to | Return to the Previous Menu");

string menuChoice = Console.ReadLine().ToUpper();

Practice currentPractice = Practice.currentPractice(user);

**switch** (menuChoice)

{

**case** "A":

Appointment.newAppointment(currentPractice); *//method to create new appointment*

**break**;

**case** "V":

Appointment.displayAppointments(); *//method to display all appointments*

**break**;

**case** "C":

Consultation.newConsultation(user); *//method to create a new Phone Consultation Appointment based on Patient-requested tickets*

**break**;

**case** "P":

Consultation.receptionistView(currentPractice); *//method to display all phone consultation appointments*

**break**;

**case** "B":

receptionistMenu(loginBackup); *//load previous menu*

**break**;

}

} **while** (!constantMenu);

}

**public** **static** **void** receptionistTreatments()

{

**do**

{

Console.WriteLine(Environment.NewLine + "Treatment Management Menu" + Environment.NewLine + "----------------------");

Console.WriteLine("Type A to | Add a new Treatment" + Environment.NewLine + "Type V to | View all Treatments" + Environment.NewLine + "Type B to | Return to the Previous Menu");

string menuChoice = Console.ReadLine().ToUpper();

**switch** (menuChoice)

{

**case** "A":

Treatment.newTreatment(); *//method to create new treatment*

**break**;

**case** "V":

Treatment.treatmentDisplay(); *//method to display all treatments*

**break**;

**case** "B":

receptionistMenu(loginBackup); *//load previous menu*

**break**;

}

} **while** (!constantMenu);

}

**public** **static** **void** dentalMenu(List<string> user) *//menu for dentists and nurses*

{

**do**

{

Console.WriteLine(Environment.NewLine + "Dental Staff Menu" + Environment.NewLine + "-----------------");

Console.WriteLine("Type P to | View all Patient Information" + Environment.NewLine + "Type A to | View all Appointments" + Environment.NewLine + "Type N to | Leave a Note on an Appointment" + Environment.NewLine + "Type C to | View all Phone Consultations" + Environment.NewLine + "Type T to | View all Treatments" + Environment.NewLine + "Type X to | Close the Software");

string menuChoice = Console.ReadLine().ToUpper();

**switch** (menuChoice)

{

**case** "P":

Patient.viewPatients(); *//method to display all patients*

**break**;

**case** "A":

Appointment.displayAppointments(); *//method to display all appointments*

**break**;

**case** "N":

Appointment.addNote(user); *//method to add note to an appointment*

**break**;

**case** "T":

Treatment.treatmentDisplay(); *//method to display all treatments*

**break**;

**case** "X":

Environment.Exit(1); *//close the application*

**break**;

**case** "C":

**if**(user.ElementAt(1) == "Nurse") *//Prevents access if user is a Nurse*

{

Console.WriteLine("Error | This Action is for Dentists Only");

}

**else**

{

Consultation.dentistView(Dentist.loginInformation(user)); *//Load Method to view all Phone Consultations for that dentist*

}

**break**;

}

} **while** (!constantMenu);

}

}

## Ticket.cs

**class** **Ticket**

{

**public** **static** List<Ticket> allTickets = **new** List<Ticket>(); *//list of all tickets on system*

string ticketID;

Patient patient;

Dentist dentist;

DateTime day;

string email;

Practice practice;

**public** Ticket(string ticketID, Patient patient, Dentist dentist, string email, DateTime day, Practice practice)

{

**this**.ticketID = ticketID;

**this**.patient = patient;

**this**.dentist = dentist;

**this**.day = day;

**this**.email = email;

**this**.practice = practice;

}

**public** string TicketID { **get** => ticketID; **set** => ticketID = **value**; }

**public** Patient Patient { **get** => patient; **set** => patient = **value**; }

**public** Dentist Dentist { **get** => dentist; **set** => dentist = **value**; }

**public** DateTime Day { **get** => day; **set** => day = **value**; }

**public** string Email { **get** => email; **set** => email = **value**; }

**public** Practice Practice { **get** => practice; **set** => practice = **value**; }

**public** **static** bool newTicket(Patient\_User user) *//method to create new ticket by patients*

{

Console.Write("Enter the location of your regular practice: ");

string userPractice = Console.ReadLine().ToUpper();

Practice x = Practice.checkLocation(userPractice);

**if**(x == **null**)

{

Console.WriteLine("Error | Practice not found");

**return** **false**;

}

Practice.viewDentists(x);

Console.Write(Environment.NewLine + "Enter the ID of your desired Dentist: ");

string dentistID = Console.ReadLine().ToUpper();

Dentist dentist = Dentist.roomDentist(dentistID);

Patient patient = user.Patient;

Console.WriteLine("Please enter a date that would be convenient");

Console.WriteLine("Please Note, this date is not garunteed, but acts merely as a guidline for when would be best: ");

Console.Write("Date (dd/mm/yyyy): ");

string y = Console.ReadLine().ToUpper();

DateTime day;

**try**

{

day = Convert.ToDateTime(y);

}

**catch**

{

Console.WriteLine("Error | Unreadable Date");

**return** **false**;

}

Console.WriteLine("Please enter an email address for updates on your Phone Consultation: ");

string email = Console.ReadLine();

string ticketID = Guid.NewGuid().ToString(); *//Generates a unique 5 digit ID for the Practice ID*

char[] idCharacters = ticketID.Take(5).ToArray();

ticketID = **new** string(idCharacters).ToUpper();

allTickets.Add(**new** Ticket(ticketID, patient, dentist, email, day, x));

Console.WriteLine("Your Consultation appointment has been requested | Be sure to check your email for any updates");

**return** **true**;

}

**public** **static** **void** viewTickets(Patient\_User user) *//method to view all of a patient's active tickets*

{

**foreach**(var t **in** allTickets)

{

**if**(user.Patient == t.Patient)

{

Console.WriteLine("------------------------------");

Console.WriteLine("Requested Day: {0}", t.Day.Day);

Console.WriteLine("Requested Dentist: Dr {0}", t.Dentist.Surname);

Console.WriteLine("Provided Email: {0}",t.Email);

Console.WriteLine("------------------------------");

}

}

}

**public** **static** **void** receptionistView(Practice p) *//receptionist method to view all current tickets*

{

**foreach**(var t **in** allTickets)

{

**if**(t.Practice == p)

{

Console.WriteLine("----------------------------------");

Console.WriteLine("Request ID: {0}", t.TicketID);

Console.WriteLine("Requested Day: {0}", t.Day);

Console.WriteLine("Requested Dentist: Dr {0}", t.Dentist.Surname);

Console.WriteLine("Requested By: {0} {1} (ID: {2})", t.Patient.FirstName, t.Patient.Surname, t.Patient.PatientID);

Console.WriteLine("Provided Email: {0}", t.Email);

Console.WriteLine("----------------------------------");

}

}

}

**public** **static** Ticket checkTicket(string i) *//method to validate a ticket ID*

{

**foreach**(var t **in** allTickets)

{

**if**(i == t.TicketID)

{

**return** t;

}

}

**return** **null**;

}

}

## Treatment.cs

**class** **Treatment**

{

string treatmentID;

string name;

string price;

string details;

**public** Treatment(string treatmentID, string name, string price, string details) *//object for each treatment*

{

**this**.treatmentID = treatmentID;

**this**.name = name;

**this**.price = price;

**this**.details = details;

}

**public** string TreatmentID { **get** => treatmentID; **set** => treatmentID = **value**; }

**public** string Name { **get** => name; **set** => name = **value**; }

**public** string Price { **get** => price; **set** => price = **value**; }

**public** string Details { **get** => details; **set** => details = **value**; }

**protected** **static** List<Treatment> allTreatments = **new** List<Treatment> *//list of all treatments*

{

**new** Treatment("TREAT1","Band 1","22.70","Check-ups, scale, polich, etc."),

**new** Treatment("TREAT2","Band 2","62.10","Fillings, repairs, etc."),

**new** Treatment("TREAT3","Band 3","269.30","Crowns and other procedures")

};

**public** **static** **void** treatmentDisplay() *//method to display all treatments*

{

Console.WriteLine(Environment.NewLine + "Treatments Available:");

**foreach**(var t **in** allTreatments)

{

Console.WriteLine("{0} | {1} | £{2} | {3}", t.TreatmentID, t.Name, t.Price, t.Details);

}

}

**public** **static** Treatment checkTreatment(string inputID) *//method to check if treatment exsists*

{

**foreach**(var t **in** allTreatments)

{

**if**(inputID == t.treatmentID)

{

**return** t; *//return matching treatment*

}

}

**return** **null**;

}

**public** **static** bool newTreatment()

{

double price;

Console.Write("Enter the Band Name for the Treatments offered: ");

string band = Console.ReadLine().ToUpper();

Console.Write("Enter the Price for the Treatment: £");

string priceString = Console.ReadLine();

**try**

{

price = Convert.ToDouble(priceString);

}

**catch**

{

Console.WriteLine("Error | Incorrect Price Format");

}

Console.Write("Enter the details of what this treatment band Entails: ");

string details = Console.ReadLine();

**foreach**(var b **in** allTreatments)

{

**if**(b.Name == band)

{

Console.WriteLine("Error | Treatment already Exists");

**return** **false**;

}

}

string ID = Guid.NewGuid().ToString(); *//Generates a unique 5 digit ID for the Treatment ID*

char[] idCharacters = ID.Take(5).ToArray();

ID = **new** string(idCharacters).ToUpper();

allTreatments.Add(**new** Treatment(ID, band, priceString, details));

**return** **true**;

}

}